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Abstract 
Traditional testing methods only measure the execution of code. They do not take into account the 
actual detection of faults in the executed code. It is therefore only able to test the execution of code 
and not the faults. Mutation testing is an important method of fault revealing. The main aim of 
mutation testing is to test the quality of test cases in such a way that it should be able to fail the 
mutant code. Mutation testing also called as fault revealing strategy because here faults are 
introduced in the program and then different test cases are applied on the mutant to find bugs in 
the mutated program. It is the process of rewriting the source code by introducing changes in small 
ways to remove the redundancies in the source code. This paper reviews the mutation testing 
concept, effectiveness of test cases, categorizes the mutant and focus on the techniques to reduce 
mutant. 
Keywords: Fault revealing, Mutant, Mutation Testing, Test case. 
  
1. Introduction 

Software testing is very important phase among 
all phases such as requirement analysis, design, 
and implementation etc in software development 
life cycle. Out of this, software testing plays a 
very crucial role in software development. If the 
testing of software is not appropriate, then there 
is a tradeoff in the quality of the software 
product. There are generally three main type of 
testing such as unit testing(in which each 
component of the product will be tested), 
integration testing(in which some of components 
are integrated and then testing will be 
performed) and system testing(in which whole 
system is tested before deliver it to the 
customer)[1]. Here our focus is on unit testing. 
If unit testing doesn’t find any bug or error, it 
does not mean that there aren’t any bugs in the 
program. For this, mutation testing is used to test 
your test cases. 
Mutation testing evaluates the quality of existing 
software tests. The idea is to modify (mutate) 
code in a small way and check whether the 
existing test set will detect and reject the change. 
If it doesn’t, it means that the tests do not match 

the code’s complexity and leave one or more of 
its aspects untested. Detecting and rejecting such 
a modification by the existing tests is known as 
killing a mutant. It is a structural or fault based 
testing, which uses the structure of the code by 
introducing some faults in the code to guide the 
testing program. Mutation was originally 
proposed in 1971 and the research on mutation 
testing was implemented by Timothy Budd in 
1980 [2], but it will not become popular at that 
time due to high cost involved. But now again it 
has been opted for testing the quality of test 
cases, and widely used for various languages 
such as java, xml. According to Budd “Mutation 
testing is a fault based testing technique in 
which we seed the errors in the program and find 
the errors” [2]. 
This paper is organized as follows: Section II 
introduces the mutation testing, describes how to 
calculate the mutation score after killing the 
mutant, effectiveness of test cases and 
categorizes the mutants. Section III discusses 
about the related work in this field. Section IV is 
about equivalent mutant which is a halting 
problem. Section V discusses about the 
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techniques to reduce mutants. Section VI brings 
the conclusion and future scope of the paper. 
 
2. Mutation Testing 

Mutation testing is a method of introducing 
errors in the program for accessing the quality of 
test cases was proposed by the Hamlet [3]. In 
mutation testing, some changes are introduced in 
the program called the mutated program and 
then the test cases are applied on the mutated 
program to analyze the output as whether it is 
able to find error or not. According to competent 
programmer hypothesis the programmer always 
commit small mistakes during coding. That’s 
why only simple errors will be introduced in the 
program and if test cases are able to find simple 
error then it can also able to find much more 
complex error. Mutants are generated by using 
different operators in the program known as 
mutant operators [4] or by changing any 
statement of the program.  As in fig 1, Mutants 
are generated by seeding some faults in the 
program and then test cases will be executed on 
the mutant program. If the test is able to find 
errors in the mutated program or produce 
different output then, it is said to kill the mutants 
otherwise mutant remains alive because it may 
be equivalent to the original program or the test 
cases taken are inadequate to find errors. If the 
mutant program produces the same output for all 
test cases then, it can’t be killed and called as an 
equivalent mutant. 
It is used to test the quality of test suite by 
killing the mutants and if is not able to kill the 
mutants then the test suites are inadequate. A 
test set which kills the entire nonequivalent 
mutant is said to be adequate.  
 
2.1. Mutation Score 

The Mutation score is calculated by dividing 
total number of nonequivalent mutant from total 
number of killed mutants [8, Mutation score 
always lies between 0 to 1. If mutation score is 1 
then it implies the 100% adequacy of test cases. 
  
𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎 𝒔𝒔𝒔𝒔𝒎𝒎𝒔𝒔𝒔𝒔 =  𝒌𝒌𝒎𝒎𝒌𝒌𝒌𝒌𝒔𝒔𝒌𝒌 𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎

𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒌𝒌 𝒎𝒎𝒎𝒎.  𝒎𝒎𝒐𝒐 𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒔𝒔−𝒔𝒔𝒆𝒆𝒎𝒎𝒎𝒎𝒆𝒆𝒎𝒎𝒌𝒌𝒔𝒔𝒎𝒎𝒎𝒎 𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎
 

 
 

An interesting case arises when a test set does 
not distinguish any mutant and all mutants 
generated are equivalent to the original program. 
In this case, distinguished mutant (killed) and 
live mutant is equal to 0 and the mutation score 
is undefined. It does not mean that test set is 
inadequate. In fact, the set of mutants generated 
are insufficient to assess the adequacy of the test 
set. 
 

 Figure 1: Mutation Testing Process [5] 

2.2. Effectiveness of Test Cases 

Test cases are effective by calculating the 
relation between Effectiveness of test case (E), 
mutation score and average number of test cases 
[5]- 
 
𝑬𝑬 =

𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎 𝒔𝒔𝒔𝒔𝒎𝒎𝒔𝒔𝒔𝒔 ∗ 𝒎𝒎𝒆𝒆𝒔𝒔𝒔𝒔𝒎𝒎𝒂𝒂𝒔𝒔 𝒎𝒎𝒎𝒎.𝒎𝒎𝒐𝒐 𝒎𝒎𝒔𝒔𝒔𝒔𝒎𝒎𝒔𝒔𝒎𝒎𝒔𝒔𝒔𝒔
𝑻𝑻𝒎𝒎𝒎𝒎𝒎𝒎𝒌𝒌 𝒎𝒎𝒔𝒔𝒔𝒔𝒎𝒎 𝒔𝒔𝒎𝒎𝒔𝒔𝒔𝒔𝒔𝒔  

 
Average numbers of test cases are calculated by 
dividing killed mutants from total number of 
dead mutants. 
 
𝑨𝑨𝒆𝒆𝒔𝒔𝒔𝒔𝒎𝒎𝒂𝒂𝒔𝒔 𝒎𝒎𝒎𝒎.𝒎𝒎𝒐𝒐 𝒎𝒎𝒔𝒔𝒔𝒔𝒎𝒎 𝒔𝒔𝒎𝒎𝒔𝒔𝒔𝒔 =

𝑲𝑲𝒎𝒎𝒌𝒌𝒌𝒌𝒔𝒔𝒌𝒌 𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒔𝒔
𝑵𝑵𝒎𝒎.𝒎𝒎𝒐𝒐 𝒌𝒌𝒔𝒔𝒎𝒎𝒌𝒌 𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒎𝒔𝒔 
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2.3. Types of Mutants 

A mutant is classified into one of the three types:    
error revealing, error hinting and reliability 
indicating [1]. 
2.3.1 Error Revealing:- A mutant M is said to 

be error revealing for program P if there 
exists at least one test case for which 
program P(t) is not equal to the mutated 
program M(t). 

2.3.2  Error Hinting:- A mutant M is said to 
be error  hinting if program P is 
equivalent to mutated program M but 
does not equivalent to the correct 
version of program Pc  

2.3.3 Reliability Indicating:- A mutant M is 
said to be as reliability indicating if 
program       P (t) is not equal to mutated 
program M (t) for some test cases but 
corrected version of program Pc is equal 
to program P. 

 

3. Related Work 

A paper on “An empirical based mutation testing 
through effective test data” has been presented 
for object oriented software [6]. Here classical 
approach was used for object oriented 
programming and specified the effectiveness of 
mutation testing in it 
A.Ramya et al. has been provided an overview 
of mutation operators that plays an important 
role in mutation testing and also about the tools 
that help in automating the process in various 
languages has been specified [4]. 
The mutation testing process with cost reduction 
techniques were explained in the review paper 
on mutation testing [5].The process of mutation 
testing was discussed for finding faults in the 
mutant program. 
 A cost reduction technique has been proposed 
and the complexity of mutation testing has been 
reduced by using the concept of meta-data 
versioning [7]. Here metadata version tables 
were created which keep track of changed 
values, previous values before that changed, and 
timestamp of the transaction. This study 
presented both the advantages of providing the 
highest level of mutation coverage and reduction 
in space complexity. 

A paper “A manifesto for higher order mutant” 
has been presented in which single higher order 
mutant was created to perform the testing 
process instead of more than one first order 
mutant to reduce the time and space complexity 
of mutation testing [8]. 
 
4. Equivalent Mutants 

Equivalent mutants are those mutants which 
results in same output for every test case due to 
many reasons such as there may be same 
semantic with different syntax of program, the 
test cases never reach to the mutated statement, 
and error can’t propagate to the output statement 
where the results was taken etc. 
Given a mutant M of program P, then M is 
equivalent to if P (t) = M (t) for all possible test 
inputs t. That means, if M and P behave 
identically on all possible inputs, then two are 
equivalent[1]. 
 
Program(P) Equivalent           

Mutant(M) 
 
For(int i=10;i>5;i--) 
{ 
Fprintf(‘Value of I is 
%d’,i); 
} 

 
For(int i=10;i!=5;i--) 
{ 
Fprintf(‘Value of I is 
%d’,i); 
} 

 
Here, In the diagram, an equivalent mutant is 
generated by changing the greator 
than(>)operator  into not equal to(!=) operator. If 
the statement within the loop doesn’t change the 
value of i, then the program (P) and mutant (M) 
will produce the same output. 
The general problem of determining whether a 
mutant is equivalent to its parent is not decidable 
and equivalent to the halting problem. Hence, in 
most practical situations, detection of equivalent 
mutants in mutation testing is done by the tester 
or by using automated testing tools through 
careful analysis [9]. And it is an interesting topic 
of research for automated detection of 
equivalent mutant. 
 
5. Techniques to Reduce Mutants 
 
As mutation testing is very time-consuming 
task, so some techniques must be required to 
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reduce the effort and time of mutation testing 
process. One of the technique is the reduction in 
number of mutants in which the subset of 
mutants M’ will be find such that subset of 
mutants MS_T(M’) is equivalent(=~) to total 
number of mutants MS_T(M). There are four 
techniques available to reduce the mutants as:- 
5.1. Mutant Sampling: It is the simplest 

approach in which a small subset of mutants 
will be chosen randomly from the entire set 
of mutants. In this approach y% of mutants 
are selected randomly from the total number 
of mutants and remaining are discarded. It 
was first performed by Budd [2]. 

5.2. Selective Mutant: In this approach, number 
of mutants can be reduced by reducing the 
number of mutant operators used. This is the 
basic idea which finds the subset of mutated 
operators from the entire set of mutants 
without significant loss of test effectiveness. 
It is more superior than mutant sampling and 
was first proposed by Mathur [1]. Offut [10] 
extended the work by omitting four and six 
selective mutation operators. Mutation 
operators are divided into three categories: 
statement, operands, and expressions [1]. 
Namin [9] performed his research work on 
selective mutant problem by formulating it 
into statistical problem.. 

5.3. Mutant Clustering: It was proposed by the 
Hussain [11] .Instead of selecting mutants 
randomly, subset of mutants will be chosen 
using some clustering algorithm. Different 
clusters will be created based on the killable 
test cases and each mutant that lies on the 
same cluster must be killable by a similar set 
of test cases. In mutant clustering, a small 
subset of mutants is chosen from each 
cluster for mutation testing process and 
remaining are discarded. 

5.4. Higher Order Mutation (HOM): Higher 
order mutants are those mutants that contain 
more than one change in the program. Here, 
rare but valuable and less complex higher 
order mutant must be find that denote a 
subtle fault. Harman introduced the concept 
of HOMs [12]. HOM is sometimes harder to 
kill because it results in very complex 
structure of the program so it is always 
preferable to handle it carefully and less 
preferable than other techniques. 

 

6. Conclusion 

This paper introduces an overview on mutation 
testing and the process of mutation testing to 
distinguish between live mutants and kill 
mutants based on various test cases. On the basis 
of dead mutants and equivalent mutants, 
mutation score is calculated which specify the 
effectiveness of mutation testing by calculating 
the relationship between test cases and mutation 
score. After that various types of mutant are 
specified based on the various conditions. 
Mutation testing is an expensive method due to 
high effort and cost involved. Various 
techniques are described in the last phase to 
reduce the number of mutants which require lots 
of effort to find the subset of mutants. 
The future scope of mutation testing will be the 
reduction in cost and time consumption by fully 
automating the testing process and also by 
reducing the equivalent mutant problem. 
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